# 1 – Describe the sources of computational error

## Number systems

What is a number system? Well, a rough definition (without getting too deeply into math) is a set of values and operators to do calculations with the values. So what kinds of number systems are there, and how do computers represent and work with them, and what sorts of errors are introduced?

### Boolean values

Although we may not think of Boolean values as “numbers”, they have the same properties – in fact, representing **true** as **1** and **false** as **0** is the underlying basis of our binary computers! Boolean values have operators like **AND**, **OR**, and **NOT**. How do computers represent such numbers? We’ve already pointed this out – **true** is **1** and **false** is **0**. We also know computers can perform any of the Boolean operations using gates. Is there any error introduced here? No, there shouldn’t be (subject to random power surges beyond our control), since we are just working with two values, and the Boolean operators always return a Boolean value as well.

### Integers

Let’s recall the sets of numbers that we learned in school:

Natural numbers: **{ 1, 2, 3, … }**

Whole numbers: **{0, 1, 2, 3, …}**

Integers: **{…, -3, -2, -1, 0, 1, 2, 3, …}**

And what are some of the common operations on integers? **+, -, \*, /**.

Can computers represent integers? We’ve already seen in previous classes that they can, using two’s complement notation to represent negative numbers. For instance, in Java, they can be stored in variables of type byte, short, int, or long. Are there any errors in representation? As we’ve seen, there’s the restriction that integers can only be as large as the number of bits that we assign to them, but other than that, they are just represented as 0’s and 1’s.

Are there errors introduced by operations? Again, as we’ve seen when calculating factorials, calculations on two correct numbers can result in an incorrect number if **overflow** occurs. How can we deal with overflow? We can always assign more bits to numbers – that’s basically what the BigInteger class in Java does. The tradeoff is that performance decreases as we allow larger and larger numbers.

We also have to consider what we mean by division – integer division doesn’t introduce any errors, but non-integer division takes us into an entirely different number system – the real numbers.

### Real numbers

What are the real numbers? (Remember, “real” is a math name for this set of numbers, not a distinction between “real” and “fake”!) The real numbers are all of the integers, plus any number in between the integers, including fractions like and , but also numbers such as pi and the square root of 2 that can’t be represented with fractions or decimal places. The easiest way to visualize real numbers is with a number line. Real numbers again have operators like **+, -, \*, /**, and square roots.

![The number line](data:image/png;base64,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)

(from <https://en.wikipedia.org/wiki/Number_line>)

How do computers represent real numbers? Java uses float and double, floating-point number systems where we have a “mantissa” and an exponent, similar to scientific notation but in binary.

Recall that in scientific notation, numbers can always be represented with the first part being a series of digits with one digit to the left of the decimal point (the “mantissa”) multiplied by ten (the “base”) raised to some power (the “exponent”). For instance:

345.3 would be written as 3.453 × 102 (where 3.453 is the mantissa and 2 is the exponent)

0.00210 would be written as 2.10 × 10-3 (where 2.10 is the mantissa and -3 is the exponent)

Note that the decimal place moves or “floats” so that the mantissa is always in the same form. For instance, to represent 387000.0, we would move or “float” the decimal place 5 spots to the left, which is why we would use an exponent of 5: 3.870000 × 105.

Floating-point systems use a similar notation, but the mantissa and exponent are stored in binary, and the power used is the power of 2 (and to be precise, they float the binary point over one further so that numbers always start with 0). So for instance, 5.5 = 101.12 × 20 = 0.1011 × 23 would be represented as 0.10112 × 211 base 2. The computer would only store the digits – 1011 for the mantissa and 11 for the exponent (OK, technically there is also one bit stored for the positive or negative value of the mantissa, and exponents are represented with an offset). The first 0 and the base of 2 are assumed and not stored. So the value stored is just mantissa | exponent, with a fixed number of bits used for the mantissa and exponent (a total of 32 bits for a float and 64 bits for a double).

Floating-point number systems have a number of drawbacks:

* They suffer from **overflow** as numbers get too big for the exponent (number can’t be stored in the bits assigned to the exponent) – Java displays such numbers as Infinity
* They suffer from **underflow** as numbers get too small for the exponent (number can’t be stored in the bits assigned to the exponent) – Java displays such numbers as 0.
* They suffer from a lack of precision when numbers have too many digits (number can’t be stored in the bits assigned to the mantissa) – Java rounds such numbers off
* They can’t represent certain numbers – for instance, in decimal, 1/3 = 0.333… and can’t be written precisely using any number of digits. Computer suffer from more problems, since they represent numbers in binary, and numbers such as 1/10 = 0.110 (no error) = 0.0001100110011…2 cannot be represented precisely as well.

(To see this, note that binary numbers use powers of two for their placeholders, so the placeholders to the left of the binary point are 1, 2, 4, 8, etc. and the placeholders to the right of the binary point are , , , etc. One tenth < and and but > , so its first four binary digits are 0.0001, with the remainder between one tenth and making up the rest of the binary digits as we go along, which turn out to be 0.0001100110011…. You can also double any fraction and remove at the integer part to see what the corresponding binary bit would be, so 0.1 becomes 0.2, 0.4, 0.8, 1.6, 1.2, 0.4, 0.8, 1.6, 1.2, etc.)

This representation error explains why 0.1 + 0.1 + 0.1 != 0.3 on the computer; each of the 0.1 values is rounded off, and the accumulated round-off error makes the sum different from 0.3.

* Calculations with operators can introduce problems with underflow and overflow (as with factorials), but also with precision. This can happen even when we have two precise numbers to begin with. Rounding errors are commonly how such precision problems are introduced.

How do we overcome such errors? We can round off, so we at least have a controlled amount of error. We can always introduce more digits to work with, but even that can’t deal with numbers like pi. We can switch from binary to decimal representations using solutions such as the BigDecimal class in Java, but we suffer from decreased performance and we still only have a defined number of digits to work with, so precision continues to be a problem. And calculations continue to suffer from the problem of introducing more error (such as 0.1 + 0.1 + 0.1).

*Example:* Suppose you are working with a decimal machine (rather than binary) that stores numbers in the form #.## × 10±# (so three decimal digits are stored for the mantissa and one decimal digit along with a ± sign are stored for the exponent). Calculations can be done with exact precision, but each step of the calculations must be rounded off to three digits after being done. Consider the following:

* The largest possible number in this system is 9.99 × 109 or 9990000000.
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* The smallest possible positive number in this system is 0.01 × 10-9 or 0.00000000001.
* 312 can be accurately stored as 3.12 × 102
* 11.3 can be accurately stored as 1.13 × 101
* 312 + 11.3 = 323.3 which would be stored as 3.23 × 102 = 323, introducing error from a calculation involving accurate numbers
* 312 \* 11.3 = 3525.6 which would be stored as 3.53 × 103 = 3530, introducing error from a calculation involving accurate numbers

The best we can do with floating-point systems is accept the round-off errors and deal with them to try to limit the error introduced.

### Other number systems

While there are other mathematical number systems such as complex numbers, imaginary numbers, and rational numbers, they are not as commonly used in computing, so we will not focus on them. From this point on, our focus will be primarily on the real numbers and how we can deal with the errors introduced by the real number system. These problems will also need to be dealt with in future learning outcomes as we try to calculate various different kinds of values.

## Types of error

Some of the types of error that show up in computations include:

Representation error – e.g. limited precision, or numbers like 0.1 that can’t be represented exactly

Measurement error – e.g. temperature (introduced by humans or by limits of equipment) – for instance, a temperature of 18°C could actually be 18.4° or 17.813576° but be reported as 18° due to round-off errors introduced by humans, or by limitations of the thermometer being used to do the measurement

Round-off error – from computer representation, measurement, or calculation; can sometimes be quantified e.g. 42 kg ± 0.5 kg.
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Try calculating *e* with differing numbers of terms – you can see the truncation error in Java by comparing it to the constant Math.E, which is the best possible floating-point representation of *e*. Note that even the order of calculation can affect things – adding smallest to largest may produce better results (try it with 19 terms).

*Example:* Suppose we are working with the machine described earlier. We wish to add up the numbers 8080 = 8.08 × 103, 4 = 4.00 × 100, and 3 = 3.00 × 100. Adding them up in order gives us 8080 + 4 = 8084 which must be rounded off to 8080 = 8.08 × 103 since the results of any calculation must be stored in the system with only 3 digits. Then we have 8080 + 3 = 8083 rounded off again to 8080 = 8.08 × 103 as our final result. But adding the numbers from smallest to largest gives us 3 + 4 = 7 = 7.00 × 100, and then adding 7 + 8080 = 8087 which rounds off to 8090 = 8.09 × 103.

So why don’t we always worry about error?

* Usually, we don’t need complete precision
* We can usually get more precision if needed
* Roundoff errors may cancel – e.g. 1/3 + 2/3 ≈ .33 + .67 = 1

But why should we worry about error?

* Awareness – reporting e.g. 18°C = 64.4°F should be reported as rounded off to 64°F so that we don’t introduce extra precision; also don’t expect doubles to equal exactly (look for a range)
* Extra precision in calculations can be slow (try 1000000! with the BigInteger class)
* Errors may accumulate – e.g. 1/3 + 1/3 + 1/3 ≈ 33% + 33% + 33% = 99%

## Calculating errors in computation

Since we know that errors in computation exist, we should try to understand what happens when error is introduced into our calculations. So let’s see how error propagates as we do calculations.

Suppose we start with an exact number *x*. It is represented in the computer by some approximation *xa*, which may contain errors for the reasons we’ve already discussed. Let’s designate the amount of error in the representation as *Ex*. Then we can represent this relationship as follows:

exact = approximate + error, so *x* = xa + *Ex*

or equivalently

error = exact - approximate, so *Ex* = *x* - *xa*

*Ex* may be positive or negative (depending on whether the approximation is less than or greater than the exact value). Often we are only interested in the size of the error, so we take the absolute value: | *Ex* |.

While *Ex* is the amount of error, we are often more interested in how the error relates to the whole number, so we can calculate the relative (percentage) error as follows:

Relative error = amount of error / value = *Ex* / *x*

Which is approximately equal to *Ex* / *xa*, since we often don’t know the exact value

And can also be expressed in absolute terms: | *Ex* / *x* |

Similarly, for a variable *y*,

*y* = *ya* + *Ey* and relative error =

*Example:* Suppose we know that *x* = 10.3, but are dealing with the approximation *xa* = 10. Then:

* The error in *x* = 10.3 - 10 = 0.3
* The absolute error | *Ex* | = 0.3 as well
* The relative error is 0.3 / 10.3 ≈ 0.029 or 2.9%

If we also know that *y* = 99.7 but we are using the approximation *ya* = 100, then:

* The error in *y* = 99.7 - 100 = -0.3
* The absolute error | *Ey* | = 0.3 (with no negative sign) – note that this is the same as the absolute error in *x*, but it seems “unfair” to say they are the same when *y* is so much bigger than *x*
* The relative error is -0.3 / 99.7 ≈ -0.003 or -0.3% – note that the relative error does a better job of expressing that the error in *y* is smaller in proportion to its value than the error in *x*

Note that often, we don’t have the exact values; then we can approximate relative error using the approximate values. For instance, if we know a measurement has been rounded to 42 ± 0.5, we can approximate the (maximum) relative error as ±0.5 / 42 ≈ ±0.0119 or ±1.2%.

What happens when we do calculations with values? In particular, how does error grow or propagate?

### Addition

Suppose we have *x* and *y* as above. What happens to the error as we add them?

*x* + *y* = (*xa* + *Ex*) + (*ya* + *Ey*) by substitution

= (*xa* + *ya*) + (*Ex* + *Ey*) by rearranging terms

exact = approximate + error

so the amount of error in addition *Ex*+*y* = *Ex* + *Ey*. Now the error can be either positive or negative, so in the worst case, the error grows, while in the best case, the errors cancel. Consider the following:

A poll says 10 people prefer vanilla ice cream while 20 prefer chocolate. What are the percentages?

10/30 = 1/3 ≈ approximately 0.33 or 33% with some rounding error  
20/30 = 2/3 ≈ approximately 0.67 or 67% with some rounding error  
33% + 67% = 100% of poll respondents – exactly right since the errors cancel out

But another poll says 10 people prefer cones, 10 prefer bowls, and 10 are undecided.

10/30 ≈ 33% for each category, so 33% + 33% + 33% = 99%; error has increased

How does this affect relative error?

Relative error = error / value = (*Ex* + *Ey*) / (*x* + *y*)

Let’s assume for now that *x* and *y* are both positive numbers. (When we consider subtraction, it will handle the case when one of them is negative, since subtraction is just adding a negative number). Then while the error may grow, the value will also grow, so the relative error remains fairly constant.

*Example:* Suppose *x* = 101 and *xa* = 100, and *y* = 11 and *ya* = 10. Then *Ex* = 1 and *Ey* = 1. Thus the error in addition is *Ex*+*y* = *Ex* + *Ey* = 1 + 1 = 2. Since we have the exact values, we could also simply compare the exact answer (*x* + *y* = 101 + 11 = 112) and the approximate answer (*xa* + *ya* = 100 + 10 = 110) to determine the error (*Ex* + *Ey* = exact - approximate = 112 - 110 = 2). What about the relative error?

![](data:image/png;base64,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)

relative error in *x* = 1 / 101 ≈ 0.0099 ≈ 1%  
 relative error in *y* = 1 / 11 ≈ 0.0909 ≈ 9%

relative error in *x* + *y* = error / exact = 2 / 112 ≈ 0.017857 ≈ 1.8%

We see that the while the absolute error in *x* + *y* grew, the relative error in *x* + *y* is in between the relative errors in *x* and *y* (in this case, closer to the relative error in *x* since *x* is a bigger number).

We may not know the exact values, but we can use the best approximations to approximate the relative error in *x* and *y*.

*Example:* Suppose that we don’t know the exact values for *x* and *y*, but we do know the approximate values and boundaries for the error: *x* = 40 ± 1 and *y* = 50 ± 1. To calculate the relative error:  
 relative error in *x* ≈ ±1 / 40 = ±0.025 = ±2.5%  
 relative error in *y* ≈ ±1 / 50 = ±0.02 = ±2%

What happens when we add *x* and *y*? Using the best approximations for addition, *x* + *y* = 40 + 50 = 90. We know that the error in addition is *Ex*+*y* = *Ex* + *Ey* = (±1) + (±1). Although the pluses and minuses could cancel out, we are looking for the **maximum** possible error, so we will add the errors: *Ex*+*y* = (±2). You could also determine this by looking at the range of values for *x* and *y*:  
 x = 39…41  
 y = 49…51

*x* + *y* = 88…92 = 90 ± 2

Note that the amount of error has increased; but what happens to the relative error?  
 relative error in *x* + *y* = error / exact ≈ ±2 / 90 = ±0.0222… ≈ ±2.2%

The relative error in addition does not grow, but remains similar to the relative error of initial values (a weighted average of the initial relative errors, in this case slightly closer to the relative error in *y* because *y* is greater than *x*).

### Subtraction

Again, let’s suppose that *x* and *y* are positive numbers, represented by some approximations *xa* and *ya*. Then:

*x* - *y* = (*xa* + *Ex*) - (*ya* + *Ey*) by substitution

= (*xa* - *ya*) + (*Ex* - *Ey*) by rearranging terms

exact = approximate + error

So the error in subtraction *Ex*-*y* = *Ex* - *Ey*.

If both *x* and *y* are positive, then we are guaranteed that |*x - y*| is smaller than at least one of the terms. Note that because the errors can be either positive or negative, we are not guaranteed that the resulting error (*Ex* - *Ey*) will be smaller. Thus the relative error can increase greatly with subtraction, since we are subtracting a lot of the “correct part” and leaving lots of “error part”. Consider the following examples:

Example 1 – error cancels out, so both the amount of error and the relative error shrink:
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Example 2 - error does not cancel out, so both the amount of error and relative error grow:
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*Example:* Suppose that we don’t know the exact values for *x* and *y*, but we do know the approximate values and boundaries for the error: *x* = 50 ± 1 and *y* = 40 ± 1. To calculate the relative error:  
 relative error in *x* ≈ ±1 / 50 = ±0.02 = ±2%  
 relative error in *y* ≈ ±1 / 40 = ±0.025 = ±2.5%

What happens when we subtract *y* from *x*? Using the best approximations, *x* - *y* = 50 + 40 = 10. We know that the error in subtraction is *Ex*-*y* = *Ex* - *Ey* = (±1) - (±1). This may look like it cancels out (and it possibly could), but we are looking for the **maximum** possible error, which would occur when we have +1 - -1 = 2 or -1 - +1 = -2, so we will add the errors: *Ex*-*y* = (±2). You could also determine this by looking at the range of values for *x* and *y*, but be careful about the arrangement of the values:  
 x = 49…51  
 y = 39…41

*x* - *y* = 10…10 = 10 ± 0 makes it look like the error cancelled out, but

x = 49…51  
 y = 41…39

*x* - *y* = 8…12 = 10 ± 2

Note that the amount of error has increased; but what happens to the relative error?  
 relative error in *x* - *y* = error / exact ≈ ±2 / 10 = ±0.2 = ±20%

The relative error in subtractions grows and can be much bigger than the relative errors in *x* and *y*.

### Multiplication

Again, let’s suppose that *x* and *y* are positive numbers, represented by some approximations *xa* and *ya*. Then:

*x* \* *y* = (*xa* + *Ex*) \* (*ya* + *Ey*)

= *xaya* + (*xaEy* + *yaEx* + *ExEy*)

exact = approximate + error

So the error in multiplication is *Exy* = (*xaEy* + *yaEx* + *ExEy*). Again, this might grow or shrink depending on the amounts and signs of the values and the errors, since the errors may partially cancel out. Consider:
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while
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How does the relative error behave? Consider that *ExEy* should be relatively small compared to *xy*, since the starting errors must be relatively small for our calculations to have any value at all. So *ExEy* can be ignored. Further consider that *xy* ≈ *xaya*. Thus, the relative error can be approximated as follows:

Relative error =

So the relative error is approximately the relative error in *x* + relative error in *y*. So relative error tends to grow with multiplication (unless there is cancellation occurring).
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This applies when we don’t know the exact values as well:

*Example:* Suppose we have xa = 100 ± 1 (relative error of 1%) and ya = 10 ± 1 (relative error of 10%). Then our best answer for the product of *x* and *y* is *xaya* = 100 \* 10 = 1000. The amount of error is given by the formula (*xaEy* + *yaEx* + *ExEy*) = 100\*(±1) + 10\*(±1) + (±1)\*(±1) = ±100 + ±10 + ±1 = ±111, and the relative error is approximately ±111 / 1000 = 11.1%. Note that the relative error is roughly the relative error in *x* plus the relative error in *y* (1% + 10% = 11%).

This can also be seen using ranges of values:

*x* = 99…101  
 *y* = 9…11

*xy* = 99\*9…101\*11 = 891…1111 which is roughly 1000 ± 111

Since relative error can grow relatively quickly as we do calculations, we should try to minimize the number of calculations that we do, especially calculations such as subtraction and multiplication.